
There are loads of different ways to put your work online, and trying to figure out what will work for
you can be quite overwhelming. The good news is, depending on what you are trying to do, most
approaches will work! The approach you take will depend on what kind of website you are trying to
make, the tools you are comfortable with, and the software you are using to make your site.

To put a website online, you need to answer 2 distinct (but linked) questions.

1. what kind of website am I making? This will determine the tools and frameworks you
will use. If you have a project you've already made then you have pretty much answered
this question.

2. what are my options for hosting? This will include budget constraints, whether the site
needs to be editable, and considerations like longevity/stability.

One of the hardest things about beginning web development is having an idea of what is and isn't
possible with different web technologies. This can take some time to get a sense for, but the core
divide with most websites is -- do you need to permanently store changing information? (this is
different from just being interactive). This guide assumes you're going to write your own code (out
of wholesomeness), there are also ways of doing these things without that step.

If you're not storing information, you most probably will be making a static site. Most websites you
might make in the CCI fall under this category:

...or! If you're interested in professional web development, or you want to do something funky
(maybe you want to get live information from a sensor, or host a multiplayer game or a chat), you
might want to look into some more advanced approaches.

Making Websites and Putting Them
Online

1. What type of website am I making?
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Note that none of these end points are what you have to do -- there's still lots of different ways to
do things, and also it's most likely that you will want some combination of what's here if you are
doing anything more complicated.

'Static' websites comprise most of the websites you might make at the CCI. They're called static
because broadly, they don't change permanently -- they might be interactive, but every time you
load them they should look the same. These can be made using 'vanilla' HTML+CSS+JS, using
libraries (like p5, jQuery), using Javascript frameworks.

You will hear the phrase 'vanilla' used to describe websites that are made using just HTML, CSS and
Javascript. These are the building blocks of the web, it's important to know how to use them! You
can make really good websites just using these -- their downside is when you need to make lots of
pages (it can get laborious writing HTML), or when your site needs to be edited by people that don't
code.

an aside: pure html There's been some nice projects in recent years to revive the practice of
making sites just using vanilla HTML and CSS. A nice one is html.energy.

There are lots of ways to extend the functionality of your code without needing to change the
structure of your site. Libraries contain functions written by other people that make it quick and
easy to do things (like drawing, interactivity) that would otherwise be laborious to write. Here are
some common ones that you may already have met:

jQuery -- has been around for decades, very useful for interactivity
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p5.js -- the JS implementation of processing, used a lot in the CCI. Very useful for simple
drawing, audio and interactive applications
tone js -- really useful site for JS audio

JS libraries can be included in static sites either through using CDN links or local files. Make sure to
include the library in your HTML before other Javascript that uses it! If you're getting to the stage
where you are using lots of libraries and finding them hard to manage, you might want to consider
using a JS framework that can use node modules (more on this below).

These are really great if you want to make a blog, or a site that has a lot of text. My personal
website is made using the static site generator Jekyll, and I also used to make my teaching
websites that way. Jekyll is great but a bit old-fashioned -- if you're making one today most people
use Gatsby.

Static site generators generate HTML, CSS etc from an easier-to-maintain format, often Markdown
or JSON. It makes these sites much easier to add to and maintain, and allows you to use some
templates to lay out pages.

Somewhat confusingly, static site generators themselves can often be written in a different
programming language -- Jekyll is written in Ruby, so to use Jekyll you also need to install Ruby.
Gatsby is nice as it's also written in Javascript!

These days, lots of websites are written using Javascript frameworks. The most common of these is
React, but there are lots of options (Vue is also popular). These frameworks often work along the
idea of webpages being made of reusable, interactive components. This can be really helpful in
building sites with complex interfaces and changing information.

These also make use of the Node Package Manager, which is used to manage the libraries used by
a site. In general, frameworks can make developing complex things a lot easier!

Lots of websites draw information from other sources on the web. There's no limit to the number
and types of API your site can use. In the case of CMSs, all of the information from your site might
be drawn from an external API.

If you're wanting to persist information and update with a high degree of reliability, chances are
you are going to want to use a database. There are a bunch of services that allow you to do this
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without having to run your own server (e.g. AWS), but it can also be very useful to know how to do
this yourself.

The biggest part of putting anything online is this -- how do you 'host' your site, so it stays up and
people on the internet can find and use it. The hosting method you use will depend on the kind of
site you are making, who needs to edit your site, whether you're needing to store information in a
database, and whether you're doing anything that depends on physical infrastructure that you've
built.

The most common ways you will host websites in the CCI (if you take a web class) are either on the
CCI server, on a web editor like p5, or on Github Pages.

These are the easiest kinds of sites to host, and there are lots of different options! At this point in
web history, you should basically never have to pay to host a static site (unless you have like
10million visitors), though you will still have to pay for domains.

All static sites are comprised of files (HTML, CSS and JS files) that are sent to visitors to the site (the
'client') when they
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Online coding editors like Glitch and p5 can allow you to quickly share work with others. You might
use these in class, and these can be a good way to set up a site other people can see without
having to do any other work! However, often these have quite basic support for using e.g. custom
domains and can take some time to load, and don't make a good permanent solution.

At the CCI we maintain a web server that students and staff can use to host their work. By default,
unless you take a class that requires it, you will not have an account on this -- but you can
message the #technical channel on slack and we will make you one.

We have a separate wiki page with instructions for connecting to the CCI server. You will use a
protocol called FTP -- the File Transfer Protocol. This sends files from your computer to the server
directly, and used to be the main way people put things online.

Using Github Pages is popular in the department, and depending on the class you take, your
teacher might get you to use Github or the git.arts server. These look very similar, the main
difference is that git.arts is managed by us, and you will need to use your CCI account to connect
to it. For the purpose of this tutorial, we will use Github. We have tutorials on the wiki for using
these.

Github Pages gives you a way to host a site that is saved as a repository on Github. You can create
this either as a git repository on your computer, or directly edit the files in Github itself. The former
is a good idea as it also allows you to test the site out, and make the most of the versioning tools.

Vercel and Netlify are free (for regular use) web hosting services that integrate with Github. They
have slightly more features and options than Github Pages, though for sites made with HTML, CSS
and JS you will not notice much of a difference. Like Pages, these are best used as git repositories,
but also allow you to drag and drop files.

I use all of these three (I tend to use Vercel these days) to host static sites. Vercel and Netlify are
normally better than Github Pages for hosting sites made with frameworks like React and Gatsby.

Dynamic websites are websites where information on the site is stored and changed, such that it
changes for all users of the site. Examples include multiplayer games, websites with user accounts,
wikis, and websites that display the state of some external process (like a weather station or a
sensor). These can require quite a lot more steps to make than static sites, but in doing so you
learn a lot more about the web!
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Between 'totally static' and 'fully dynamic' websites are sites that are mostly frontend, but will pull
information from other sources -- for example, through an external API, or potentially a lightweight
CMS like Airtable or Tina. The work of populating this site with information can basically all be done
in the frontend, but one thing you need to be careful with is publishing the 'API key' used.

Netlify has a service called functions that can be really useful for this -- these run on the backend
of your application, so the client can't see the API keys.

If you don't want to go to all this effort, lots of services (including Airtable) will allow you to make
'controlled access' keys, that only have read permissions. This can be fine if you are only ever
reading from a source rather than writing to it directly.

If you make a site for someone in a professional context, chances are that if they have any desire
to edit the site, they won't want to edit the code directly. In this instance, you will want to make a
CMS, or 'Content Management System'. Normally, what this will look like is some kind of list of
pages or files (if you're using a text-based editor like Wordpress or Tina), or a spreadsheet like
Airtable.

I like to use Airtable as a CMS for websites, as it's free and has a really good API. I also tend to
make websites for artists, who have mostly images and small amounts of text: the only time I
wouldn't do this is if someone wanted to host lots of writing.

'Serverless' Processes
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With a CMS, you fetch the information from the API, and then use it to populate the site you have
made. You can do this with vanilla JS, but frameworks like React come with a lot more tools that
can make this process easier.

If you want to run a custom-made application, you might be at the point of needing to use a server.
A use-case for this might be, for example, a Python-based multiplayer game that has a web
interface, or any continually-running process where all clients need to see the same state. Learning
to use a server can be a big learning curve in terms of the skills you might need, but is also an
amazing way to learn more about how computers work.

Server programming is a huge topic, but I'll list some common tasks you might want to do! If you're
getting into server programming, Digital Ocean's tutorials are a great place to start, and I've linked
them here.

The last part of hosting a website is often adding your own domain to it. Providers like Github
Pages, Netlify and Vercel will allow you to modify the domain they give you. Domains need to be
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bought and renewed year-on-year and can vary wildly in price. The companies that trade in
domains tend to be a bit sneaky and will also often try and sell you stuff on top of it. Moniker are
meant to be OK, and generally I recommend picking one company and sticking with it.

The steps for pointing your domain name to your host depend on where you're hosting your site!
For services like Github Pages, Netlify and Vercel, you normallly need to point your domain at their
'load balancing IP'. You can do this by creating what's called an Apex or A record, or changing the
one that already exists for your site.

For some reason, it can often be hard to find the servers to point your domains to -- I think this is
because they sometimes change and there's a few different ways to do it, but for the sake of
simplicity:

Github Pages: 185.199.108.153
Netlify: 75.2.60.5
Vercel: 76.76.21.21

I love making subdomains! This is a great way to host loads of different sites from a single domain.
You create a new Apex record for each domain and point it to the IP address you want. It took me
years to realise I could do this!!

You can tell from this screenshot that my website is hosted on Netlify :)

Free domains forever with one neat trick

SSL
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These days, all browsers will by default use something called 'SSL', the 'secure sockets layer',
which is used to encrypt web traffic. This is done to stop malicious sites from being able to e.g.
steal your card details. In order to work over SSL, you need something called an SSL certificate --
services like Netlify, Pages and Vercel will issue one automatically, and we manage the certificates
for the CCI Server.

If you are configuring your own server, however, you will need to do this yourself! This is made
much easier using a service called LetsEncrypt: Digital Ocean have a good guide to this here.

For this part of the workshop, we will use a template to make a website, but we will also go through
the process of setting up from blank files. You can download the template here.

Download and unzip the folder, and then right click to open the 'index.html' file in your browser.

The template contains basic HTML, CSS and Javascript. The only thing you actually need to have a
website is HTML. CSS allows you to change the look of the website, and Javascript is used for
interactivity.

First of all, have a go at editing the html file. This will let us change things like text and content on
the page. For this workshop, we're making small informational websites about a favourite fact,
artwork or object. W3 Schools has an intro guide to structuring HTML elements here, and a full
reference for all the different kinds of elements here.

We'll also look at using CSS to style the site. Because it's a brief workshop we're just going to cover
the basics!

To put this site online, we are going to use Github Pages, following these steps. You could also use
netlify, vercel or another static hosting service.

For the last part of the workshop, we're going to encode the website urls in NFC stickers. There's a
great free and open source phone app you can use to do this, called NFC tools. This is inspired by a
project from the web designer Spencer Chang.

:)

3. Practical: making a static site and putting it online
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